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ABSTRACT

The Turkish Navy frigates have a challenging mission, which encompasses
tactical, operational and administfative tasks. Lacking an automated information
infrastructure hinders the ships’ ability to efficiently perform the administrative activities,
to generate the required reports quickly and to make effective decisions based on this
information. .

' The objective of this thesis is to design and implement the Personnel, Operations,
Equipment, and Training (POET) Database and Application Program for the Turkish
Navy frigates and to analyze the potential beneﬁts that will be obtained by using this
system.‘ The POET database system will provide the Turkish Navy frigates with an
automated information system that will support the administrative activities, release
manpower to perfofm other duties and reduce the productive power loss by increasing the
availability, accﬁracy, and consistency of the data.

The thesis covers the analysis of requirements, conceptual database design using
Semantic Data Model, logical database design on Microsoft Access DBMS, and
implementation of the application program using Java and JDBC API. The result of this
study is a functional application that will eliminate most of the current problems onboard
the frigates and result in considerable savings of personnel power and time while

providing the required information to the command quickly.
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I. INTRODUCTION

A. BACKGROUND

The Turkish Navy frigates, in their present étate, lack the automated information
infrastructure required to efficiently perform their administrative tasks. This hinders the
ships’ ability to generate the required reports rapidly and to make decisions effectively

| based on this administrative information. The lack of an adequate information technology
system results in redundant and imprecise data maintained at different field sites and in
different file formats. This ultimately leads to a waste of computer resources, manpowef
and time.

The management of the administrative activities is a difficult and time-consuming
job in terms of report and message preparation, maintenance of data at different sites, and
access to information. Furthermore, the large volume of daily, weekly, monthly, and
annual reports required either for submission to the higher command or for the ship's
internal use, makes the administrative tasks very difficult. In addition, the command
needs timely and accurate information in decision making.

In the current situation, it is a time consuming process to prepare the required
documents, because each department in the ship keeps its data in a different format and
environment and the information needed is not stored in a central database. There is
neither a standard format nor a software program to store, manipulate, and access the

data.




As a solution to the problems discussed in the previous paragraphs, a database
that will store information about Personnel, Operations, Equipment, and Training (POET)
and an application program that will provide the graphical user interface will be
developed for the Turkish Navy frigates. The POET database system will provide the
Turkish Navy ships with an automated information system to perform their primary
administrative functions. POET will support this mission by keeping track of all the
personnel, op;rations, equipment, and training records, maintaining them, producing
standard reports and providing the command with ad hoc information. This program is
expected to eliminate most of the current problems and to result in considerable savings
of personnel power and time while providing the required information to the command

quickly.

B. OBJECTIVE

The objective of this thesis’ is to design and implemeht the Personnel, Operations,
Equipment, and Training (POET) Database and Application Program for the Turkish
Navy ﬁgates and to analyze the potential benefits that will be obtained by using this
system. The main goal of developing the POET database system is to support the
administrative activities, to release manpower to perform other duties and to reduce the
productive power loss by increasing the availability, accuracy, efficiency, and
consistency of the data needed to generate the documents and reports. The use of the
POET database system will greatly reduce the work hours spent on spéciﬁc

administrative tasks and provide more time to maintain an efficient operational level.




The design of the database system takes the Turkish Navy frigates’ functional
requirements into consideration. The primary function of the database system is to store
the personnel, operations, equipment, training and other relevant information in a central
database, to provide an easy-to-use graphical intérface, to generate some standard reports

and ad hoc queries, and to help the administrative office personnel.

C. METHODOLOGY

There are different methodologies for developing systems. The process that will
be followed in this thesis captures the essence of most development methodologies. The
fuﬁdamental phases of the systerﬁ development process are explained briefly in the
following subsections: Requirements Analysis; Conceptual Database Design; Logical

Database Design; Physical Database Design; Systems Analysis and Evaluation.

1. Requirements Analysis

The major task of the first step in database development process is collecting
information content and the processing requirements from all the identified énd potential
users of the database. During this step, database users are interviewed to understand and
document the data requirements. In parallel with specifying the data requirements, it is
useful to specify the known functional requirements of the application. During the
requirements analysis phase, the tasks are to create the user's data model, determine the
functional compbnents of the application, and use prototypes to help determine user

requirements.




2. Conceptual Database Design

Once all the requirements have been collected and analyzed, the next step is to
create a conceptual schema for the database, using a high-level conceptuall data model,
such as Entity-Relationship Model or Semantic Data Model. The conceptual schema is a
concise description of the data requirements of the user and iﬁcludes detailed descriptions
of the data typés, relationships, and constraints; these are expressed using the concepts
providec} by the high-level data model. Semantic Data Model will be used as the high-

level data model to represent the conceptual schema for the POET database.

3. Logical Da'tabase Design

The next step in the database design is the actual implementation of the database,
using a commercial DBMS. The major goal of the logical database design phase is to use
the results of the conceptual design phase and the pro'cessing requirements as input to
create a DBMS-processible schema as output. During this phase, the tasks are to develop
the database design and the application design. The database design consists of
structuring the relations, and establishing the relationships among them. The application
design deals with the design of the forms, reports, and tables as well as the specification
of update, display, and control mechanisms.

POET database system will be developed by using Microsoft Access database

management system.




4. Physical Database Design

During the physical database design phase, the internal storage structures and file
organizations for the database are specified. Physical database design is the process of
developing an efficient and implementable physical database structure from a given
- logical database structure that has been shown ;to satisfy user information requirements.
In parallel with thése activities, application programs are implemented as database
transactions corresponding to the high-level transaction specifications.

The application program will be implemented with Java programming language

and JDBC application programming interface.

S. System Analysis and Evaluation

Upon completion of the implementation, POET database system will be evaluated
and the possible benefits and advantages that would be gained by using the system will
be analyzed from manpower, management, and techhical perspectives. In this phase,
systems implementation and support issues, such as conversion, training, testing, and

systems reliability and maintenance, are discussed.

D. ORGANIZATION OF THESIS

This thesis is organized into the following chapters:

e Chapter I: Introduction. This chapter gives an overview of the problem,
motivation, purpose and general outline of the thesis. It provides information

about the background, objective, and methodology of the study.




* Chapter II: Background. This chapter is intended to provide an overview of
the concepts used throughout the thesis. An explanation of the Database
Systems, Relational Database Model, S&uctured Query Language,
Normalization, and Microsoft Access Database Management System will be

provided.

» Chapter III: Semantic Data Model. This chapter describes the Semantic Data

Model, a high-level semantics-based data model that enables the semantics of
a database to be incorporated directly into its schema. The semantic object
types as well as the transformation of semantic objects into the relational

tables are explained in this chapter.

e Chapter IV: Java and JDBC. Java and the JDBC package provide a concise
and efficient way to access and manipulate data stored in a Relational
Database Management System (RDBMS); The interaction between the user
interface and back-end data sources of the POET database system is based on
JDBC. This chapter will describe how to use Java and JDBC application
programming interface (API) to provide this type of interaction. It will
summarize the attributes of Java programming language and outline the JDBC
AP], classes, methods, and how they can be used by applications to directly

access a RDBMS.




Chapter V: Requirements Analysis for POET Database. This chapter first

provides a general description of the database development process and
briefly explains the phases of the process. Then, data requirements for the
POET database system are explained by' giving information about the

semantic objects that constitute the data model.

Chapter VI: Logical Database Design for POET Database. In this chapter, the
logical database design for POET database is described. Logical database
design phase covers the transformation of the semantic objects into the
relational model. The POET database tables and the relationships among them

are defined in Chapter VI.

Chapter VII: Implementation for POET Database and Application Program.

This chapter takes the reader through the database and application program
design for the POET system. It explains how the relational database tables are
implemented in Microsoft Access RDBMS and provides information about

the forms, reports, tables, and queries supported by the application program.

Chapter VIII: Systems Implementation and Support. This chapter will discuss
the systems implementation and support issues in general. Five aspects of
systems implementation and support; including system maintenance, quality

assurance, system reliability, training, and conversion will be described.




o Chapter IX: Analysis of POET Database System. Chapter IX provides an

analysis and evaluation of the POET database system. First, a brief
introduction about the current situation of information processing in the
Turkish Navy frigates is given and the ﬁlé—proc_essing systems is compared
with the database processing systems. Then, it analyzes the benefits of the
system from managerial, manpower, and technical aspects. Finally, the system
implementation and installation issues are explained for the POET database

system.

¢ Chapter X: Conclusions. This chapter provides a short summary of the thesis
and addresses possible future enhancements that might be made to the

developed system.

e Appendices A through F supplement the chapters by providing complete

diagrams, specifications, and program code.

Appendix A: Semantic Objects
Appendix B: Domain Specifications
. Appendix C: Relational Tables
Appendix D: Relationship Diagram
Appendix E: Application Program Screen Shots

Appendix F: Application Program Code




I. BACKGROUND

This chapter provides the background information necessary to understand the
thesis and the POET database application program. Hence, informat’ion will be presented
about database systems, relational database model, structured query language,
normalization, Microsoft Access, and systems implementation and support in the

~ following subsections.

A. DATABASE SYSTEMS -

Databases and database technology are having a major impact on the growing’use
of computers. Databases play a critical role in almost all areas where computers are used,
including business,‘ engineering, medicine, law, education, and intelligence, to name a
few. The word database is in such common use that we must begin by defining what a
database is. A database is a collection of related data. By data, we mean known facts that
can be recorded and that have implicit meaning.

The preceding definition of database is quite general; for example, one may
consider the collection of words that make up this page of text to be ¥elated data and
hence to constitute a database. However, the common use of the term database is usually

more restricted. A database has the following implicit properties: [Réf. 1]

e A database represents some aspect of the real world, sometimes called the

miniworld or the Universe of Discourse (UoD). Changes to the miniworld are '
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reflected in the database.

e A database is a logically coherent collection of data with some inherent
meaning. A random assortment of data cannot correctly be referred to as a

database.

® A database is designed, built, and populated with data for a specific purpose.
It has an intended group of users and some preconceived applications in which

these users are interested.

In other words, a database has a source from which data are derived, some degree
of interaction with events in the real world, and an audience that is actively interested in
the contents of the database. [Ref. 1]

A database management system (DBMS) is a collection of programs that enables
users to create and maintain a database. The DBMS is a general-purpose software system
that facilitates the processes of defining, constructing, and manipulating databases for
'various applications. Defining a database involves specifying the data types, structures,
and constraints for the data to be stored in the database. Constructing the database is the
'process of storing the data itself on some storage medium that is controlled by the
DBMS. Manipulating a database includes such functions as querying the database to
retrieve specific data, updating the database to reflect changes in the miniworld, and
generating reports from the data.

It is not necessary to use general-purpose DBMS software for implementing a

computerized database. The programmer could write his or her own set of programs to
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create and maintain the database, in effect creating a special-purpose DBMS software, as
it is done in the implementation of the POET database application program. The database

and the software together are called a database system.

1. Benefits of the Database Approach

A number of characteristics distinguish the database approach from the traditional
approach of programming with files. In traditional file processing, each user defines and
implements the files needed for a specific application. This redundancy in defining and
storing data results in wasted storage space and in redundant efforts to maintain the data .
up-to-date.

In the database approaéh, a single repository of data is maintained that is defined
once and then is accessed by various users. The main properties of the database approach

versus the file processing approach are described as follows.

a. Self-Describing Nature of a Database System

A fundamental characteristic of the database approach is that the database
system contains not only the database itself, but also a complete definition or description
of the database. This definition is stored in the system catalog, which contains
information such as the struéture of each file, the type and storage format of each data
item, and various constraints on the data. The information stored in the catalog is called
metadata, and it describes the structure of the primary database. [Ref. 1]

The catalog is used by the DBMS software and occasionally by database
users, who need information aboqt the database structure.
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The DBMS software is not written fof any specific database application,
and hence it must refer to the catalog to know the structure. of the files in a specific
database, such as the type and format of data it will access.

In traditional file processing, data definition is tﬁicﬂly part of the
application programs. Hence, these programs are constrained to work with only one
specific database, whose structure is declared in the application programs. Whereas file-
processing software can only access specific databases, DBMS software can access
diverse databases by extracting the database definitions from the catalog and then using

these deﬁnitions.

b. Data Abstraction

In traditional file processing, the structure of data files is embedded in the
~ access programs, so any changes to the structure of a file may require changing all
programs that access this file. By contrast, DBMS access programs are written
independently of any specific files. The structure of data files is stored in the DBMS
catalog separately from the access programs. This property is normally called program-
data independence.

Recent developments in object-oriented databases and programming
languages allow users to define operations on data as part of ‘the database definitions. An
operation (also called a function) is specified in two parts. The interface (or signature) of
an operation includes the operation name and the data types of its arguments (or
parameters). The implementation (or method) of the operation is specified separately and
can be changed without affecting the interface. User applicatibn programs can operate on

12




the data by invoking these operations through their names and arguments, regardless of
how the operations are implemented. This may be termed program-operation
independence. [Ref. 1] |

The characteristic that allows program-data independence and program-
operation independence is called data abstraction. A DBMS provides users with a
conceptual representation of data that does not include many of the details of how the
data is stored. informally, a data model is a type of data abstraction that is used to provide
this conceptual representation. The data model uses logical concepts, such as objects, |
their properties, and their interrelationships, that may be easier for most users to
understand than computer storage concepts. Hence, the data model hides storage details

that are not of interest to most database users.

c Support of Multiple Views of the Data

A database typically has many users, each of whom may require a
different perspective or view of the database. A view may be a subset of the database or it
| may contain virtual data that is derived from the-database files, but not explicitly stored.
A multi-user DBMS whose users héve a variety of applications provides facilities for

defining multiple views. [Ref. 1]

d. Sharing of Data and Mulﬁ-user Transaction Processing

A multi-usef DBMS, as its name implies, must allow multiple users to
access the database at the same time. This is essential if data for multiple applications is
to be inteérated and maihtained in a single database; The DBMS must include

13




concurrency control software to ensure that several use}s trying to update the same data
do so in a controlled manner so that the result of the updates is correct. An example is
when several reservation clerks try to assign a seat on an airline flight; the DBMS should
ensure that each seat can be accessed by only one clerk at a time for passenger
assignment. These are generally called transaction-processing épplications. “A
| fundamental role of multi-user DBMS software is to ensure that concurrent transactions

operate correctly without interference. [Ref. 1]

e. Controlling Redundancy

In traditional software development utilizing file processing, every user
group maintains its own files for handling its data-processing applications. Much of the
data is stored twice: once in the files of each user group. Additional user groups may
further duplicate some or all of the same data in their own files.

This redundancy‘in storing the same data multiple times leads to several
problems. First, there is the need to perform a single logical update -- such as entering
data on a new tuple -- multiple times. This leads to duplication of effort. Second, storage
space is wasted when the same data is stored repeatedly, and this problem may be serious
for large databases. Third, files that represent the same data may become inconsistent.
This may happen because an update is applied to some of the files, but not to others.

In the database approach, the views of different user groups are integrated
during database design. For consistency, we should have a database design that stores
each logical data item in only one place in the database. This does not permit any

inconsistency and it saves storage space. [Ref. 1]
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A Restricting Unauthorized Access

When multiple users share a database, it is likely that some users will not
be authorized to access all information in the database. For example, financial datak is
often considered confidential, and hence only authorized persons are allowed to access
such data. In addition, some users may be permitted only to retrieve data, whereas others
are allowed both to retrieve and to input; i.e., updates. Hence, the type of access operation
-- retrieval or update -- must also be controlled. Typically, users or user groups are given
account numbers protected by passwords, which they can use to gain access to the
database. A DBMS should prox}ide a security and authorization subsystem, which the
database administrator (]jBA) uses to create accounts and to specify account restrictions.

The DBMS should then enforce these restrictions automatically. [Ref. 1]

g Persistent Storage for Program Objects and Data Structures

A recent application of databases is to. provide persistent storage for
program objects and data structures. This is one of the main reasons for the emergence of
the object-oriented DBMS. Programming languages typically have complex data
structures, such as record types in PASCAL or class definitions in C++. The values of
program variables are discarded once a program terminates, unless the programmer
explicitly stores them in permanent files, which often involves converting these complex
structureé into é format suitable for file storage. When the need again arises to read this

data, the programmer must convert from the file format to the program variable structure.
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Object-oriented database systems are compatible with programming
1anguages such as C++ and Java, and the DBMS software automatically performs any
necessary conversions. Hence, a complex object in C++ can be stored permanently in an
object-oriented DBMS. Such an object is said to be persistent, since it survives the
termination of program execution and can later be directly retrieved by another C++

program. [Ref. 1]

h. Database Inferencing Using Deduction Rules

Another recent application of database systems is to provide capabilities
for 'deﬁning deduction rules for inferencing new information from the stored database
facts. Such systems are called deductive database systems. For example, in education
there may be complex rules in the miniworld application for determining when a student
is on probation. These can be specified declaratively as deduction rules, which when
executed can determine all students on probation. In a traditional DBMS, an explicit
procedural program code would have to be written to support such applications. But if the
miniworld rules change, it is generally more convenient to change the declared deduction

rules than to recode procedural programs. [Ref. 1]

L Providing Multiple User Interfaces

Because many types of users, with varying levels of technical knowledge,
use a database, a DBMS should provide a variety of user interfaces. These include query
languages for casual users, programming language interfaces for application

programmers, forms and command codes for parametric users, and menu-driven
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interfaces and natural language interfaces for stand-alone users. [Ref. 1]

Je Representing Complex Relationships Among Data

A database may include numerous varieties of data that are interrelated in
many ways. A DBMS must have the capability to represent a variety of complex
relationships among the data as well as to retrieve and update related data easily and

efficiently. [Ref. 1]

k. | Enforcing Integrity Constraints

Most database applications have certain integrity constraints that must
hold for the data. A DBMS should provide capabilities for defining and enforcing these
constraints. The simplest type of integrity constraint involves specifying a data type for
each data item. A more complex type of cpnstraint that occurs frequently involves
specifying that a record in one file must be related to records in other files. Another type
of constraint specifies uniqueness on data item values. These constraints are derived from
the meaning or semantics of the data and of the miniworld it represents. It is the database

designers' responsibility to identify integrity constraints during database design. [Ref. 1]
L Providing Backup and Recovery

A DBMS must provide facilities for recovering from hardware or software

failures. The backup and recovery subsystem of the DBMS is responsible for recovery.
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For example, if the computer system fails in the middle of a complex update program, the
recovery subsystem is responsible for making sure that the database is restored to the
state it was in before the program started executing.

Alternatively, the recovery subsystem could ensure that the program is
resumed from the point at which it was interrupted so that its full effect is recorded in the

database. [Ref. 1]

m. Potential for Enforcing Standards

The database approach permits the DBA to define and enforce standards
among database users in a large organization. This facilitates communication and
cooperation among various departments, projects, and users within the organization.
Standards can be defined fo; names and formats of data elements, display formats, report
structures, terminology, and so on. The DBA can enforce standards in a centralized
database environment more easily than in an environment where each user group has

control of its own files and software. [Ref. 1]

n. Reduced Application Development Time

A prime feature of the database approach is vthat developing a new
application takes very little time. Designing and implementing a new database from
scratch may take more time than writing a single specialized file application. However,
once a database is up and running, substantially less time is generally required to create
new applications using DBMS facilities. Development time using a DBMS is estimated

to be one-sixth to one-fourth of that for a traditional file system. [Ref. 1]
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o. Flexibility

It may be necessary to change the structure of a database as requirements
change. For example, a new user group may emerge that needs additional information not
currently in the database. In response, we may need to add a new file to the database or to
extend the data elements in an existing file. Database systems allow such changes to the
structure of the database without affecting the stored data and the existing application

programs. [Ref. 1]

P Availability of Up-to-Date Information

A DBMS makes the database available to all users. As soon as one user's
update is applied to the database, all other users can immediately see this update. This
availability of up-to-date information is essential for many transaction processing
applications, such as reservation systems or banking databases, and it is made possible by

the concurrency control and recovery subsystems of a DBMS. [Ref. 1]

q. Economies of Scale
The DBMS approach permits consolidation of data and applications, thus
reducing the amount of wasteful overlap between activities of data-processing personnel

in different projects or departments. This reduces overall costs of operation and

management.
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2. Data Models, Schemas, and Instances

One fundamental characteristic of the database approach is that it provides some
level of data abstraction by hiding details of data storage that are not needed by most
database users. A data model is the main tool for providing this abstraction. A data model
is a set of concepts that can be used to describe the structure of a database. By structure
of a database, it is meant data types, relationships, and constraints are used to
configure/organize the data. Most data models also include a set of basic operations for
specifying retrievals and updates on the database. It is gradually becoming common
practice to include concepts in the data model to specify behavior; this refers to
specifying a set of valid user-defined operations that are allowed on the database in

addition to the basic operations provided by the data model.

a. Categories of Data Models

It is possible to categorize data models based on the types of concepts they
provide to describe the database structure. High-level or conceptual data models provide
concepts that are close to the way many users perceive data, whereas low-level or
physical data models provide concepts that describe the details of how data is stored in
the computer. Between these two extremes is a class of representational (or
implementation) data models, which provide concepts that may be understood by end
users but that are not too far removed from' the way data is organized within the
computer. Representational data models hide some details of data storage, but can be

implemented on a computer system in a direct way.
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High—lével data models use concepts such as entities, attributes, and
relationships. An entity represents a real-world object or concept, such as an employee Aor
a project, which is stored in the database. An attribute represents some property of
interest that further describes an entity, such as the employee's; name or salary. A
relatiénship among two or more entities represents an inferaction among the entities; for
example, a works-on relationship between an employee and a project.

Representational or implementation data models are the ones used most
frequently in current commercial DBMSs, and they include the four most widely used
data models: Relational, network, hierarchical, and object-oriented. They represent data
by using record structures and hence are sometimes called record-based data models. We
can regard object-oriented data models as a new family of higher-level implementation
data models that are closer to conceptual data models.

Physical data models describe how data is stored in the computer by
representing information such as record formats, record orderings, and access paths. An
access path is a structure that makes the search for particular database records efficient.

[Ref. 1]

b. Schemas and Instances

In any data model it is important to distinguish between the description of
the database and the database itsélf. The description of a database is called the database
| schema (or the ﬁetadata). A database schema is specified during database deéign and is

not expected to change frequently.
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However, the actual data in a database may change frequently. The data in
the database at a particular moment in time is called a database state (or set of
occurrences or instances). The distinction between database schema and database state is
very important. When we define a new database, we only specify its database schema to |
the DBMS. At this poiht, the corresponding database state is the "empty state" with no
data. The DBMS stores the schema in the DBMS catalog so that DBMS software can

refer to the schema whenever it needs to.

3. DBMS Architecture

Described in this section is the architecture for database systems, called the three-
schema architecture that is proposed to separate the user applications and the physical
database. In this architecture, schemas can be defined at the following three levels:

internal; conceptual; and external schema. [Ref. 1]

a Internal Schema
The internal level has an internal schema, which describes the physical
storage structure of the database. The internal schema uses a physical data model and

describes the complete details of data storage and access paths for the database.

b. Conceptual Schema
The conceptual level has a conceptual schema, which describes_ the

- structure of the whole database for a community of users.
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The conceptual schema hides the details of physical storage structures and concentrates
on describing entities, data types, relationships, user operations, and constraints. A high-

level data model or an implementation data model can be used at this level.

G External Schema

The external level includes a nuxﬁber of external schemas or user views.
Each external schema describes the part of the database that a particular user group is
interested in and hides the rest of the database from that user group. A high-level data

model or an implementation data model can be used at this level.

B. THE RELATIONAL DATABASE MODEL

Within the realm of database engineering, there are four basic types of database
models: Relational, Network, Hierarchical, and Object-Oriented database models. The
relational model represents the database as a collection of tables, where each table can be
stored as a separate file. The network model represents data as record types and also
represents a limited type of one-to-many relationship, called a set type. The network has
an associated record-at-a-time language that must be embedded in a host programming
language. The hierarchical model represents dafa as hierarchical tree structures. Each
hierarchy represents a number of related records. There is no standard language for the
| hierarchical model, although most hierarchical DBMSs have record-at-a-time languages.
The object-oriented model defines a database in terms of objects, their properties, and

their operations. Objects with the same structure and behavior belong to a class, and
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classes are organized into hierarchies. Tﬁe operations of each class are specified in terms
of predefined procedures, called methods.

Most of the commercial database management systems implement the relational
database model, which is the most common model in use today. Tﬂerefore, the focus of
this section and the implementation of the POET database system will be the relational
database model.

The relational model was introduced by E.F. Codd in 1970 and it is based on a
simple and uniform data structure, called the relation, and has a solid theoretical
foundation. The relational model represents the database as a collection of relations.
Informally, each relation resembles a table or, to some extent, a simple file. [Ref. 11 For
example, the database of tables shown in Figure 2.1 is considered to be in the relational

model.

1. Relational Mbdel Concepts

When a relation is thought of as a table of values, each row in the table represents
a collection of related data values. These values can be interpreted as facts describing a
real-world entity or relationship. The table name and column names are used to help in
interpreting the meaning of the values in each row of the table. An example is presented
here for explanation. The first table of Figure 2.1 is called STUDENT, because each row
represents facts about a particular student entity. The column names - StudentName,
StudentNumber, Cla;ss, Major - specify how to interpret the data values in each row,

based on the column each value is in. All values in a column are of the same data type.
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STUDENT Relation

Flowers 17 4 CS

Dowler 25 3 CS

Tidwell 36 4 EE
COURSE Relation

CourseName CourseNumber  CreditHours Department

Database CS3320 4 CS

Networks 1IS3502 4 I™

Computer Security | CS3600 3 CS

Calculus MA3200 5 MATH
SECTION Relation

| SectionID CourseNumber  Quarter Instructor

85 CS3320 Summer 99 Wu

88 CS3320 Summer 99 Eagle

56 1S3502 Fall 99 Lundy

42 MA3200 Spring 99 Rasmussen

44 MA3200 Summer 99 Carlos




GRADE Relation

StudentNumber SectionlD Grade
17 85 |A
17 ' 56 B
25 88 B
25 44 C
PREREQUISITE Relation
CourseNumber PrerequisiteNumber
CS3320 CS3300 .
1S3502 182502
CS3600 MA3200
MA3200 MA1100

Figure 2.1: University Database [Ref. 1]

In relational model terminology, a row is called a tuple, a column header is called
an attribute, and the table is called a relation. The data type describing the types of values
that can appear in each column is called a domain. The following subsections will define

these terms more precisely.
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a Domains, Tuples, Attributes, and Relations

A domain is a set of atomic values. By atomic, we mean that eéch value in
the domain is indivisible as far as the ;elational model is concerned. A common method
of specifying a domain is to specify a data type from which the data values forming the
domain are drawn. It is also useful to specify a name for‘ the domain, to help in

interpreting its values.

e United States (USA) Phone Numbers: The set of 10-digit phone
numbers valid in the United States.

e Social Security Numbers: The set of valid 9-digit social security
numbers.

e Grade Pqint Averages: Possibie mean values of computed grade point
averages; each must be a value between 0 and 4.

e Employee Ages: Possible ages of employees of a Company; each must

be a value between 16 and 80 years.

The preceding are logical definitions of domains. A data type or format is
also specified for each domain. For example, the data type for the domain US phone
numbers can be declared as a character string of the form (ddd) ddd-dddd, where each d
is a numeric (dpcimal) digit and the first three digits form a valid telephone area code. A
domain is thus given a name, data type, and format.

A relation schema R, denoted by R (A;, A,,..., A,), is made up of a

relation called R and a list of attributes A,, A, ..., A, A relation schema is used to
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de;cribe arelation; R is called the name of this relation. Each attribute A is the name of a
role played by some domain D in the relation schema R. P is called the domain of A and
is denoted by dom (A;). The degree of a relation is the number of attributes n of its
relation schema. [Ref. 1]

An example of a relation schema for a relation of degree 7, which

describes university students, is the following:

STUDENT (Name, SSN, HomePhone, Address, OfficePhone, Age, GPA)

Figure 2.2: STUDENT Relation

b. Characteristics of Relations

A relation is defined as a set of tuples. Mathematically, elements of a set
have no order among them; hence, tuples in a relation do not have any particular order.
Tuple ordering is not part of a relation definition, because a relation attempts to represent
facts at a logical or abstract level. When a relation is implemented as a file, a physical
ordering may be specified on the records of the file. [Ref. 1]

According to the preceding definition of a relation, an n-tuple is an
ordered list of n values, so the ordering of values in a tuple - and hence of attributes in a
relation schema definition - is important. However, at a logical level, the order of
attributes and their values are not really important as long as the correspondence between
attributes and values is maintained.

Another property of the relation is that there are no duplicate tuples in a

relation. This property follows from the fact that the body of the relation is a
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mathematical set (i.e., a set of tuples), and sets in mathematics by definition do not
include duplicate elements. An important corollary of this fact is that there is always a
primary key. Since tuples are unique, it follows that at least the combination of all
attributes of the relation has the ﬁniqueness property. [Ref. 2]

Each value in a tuple is an atomic value; that is, it is not divisible into
components within the framework of the relational model. Hence, composite and
multivalued attributes are not allowed in a relation. Multivalued attributes must be
represented by separate relations, and composite attributes are represented only by their
simple component attributes. [Ref. 1]

The values of some attributes within a particular tuple may be unknown or
may not apply to that tuple. A special value, called null, is used for these cases. In
general, we can have several types of null values, such as “value unknown”, “attribute
does not apply to this tuple”, or “this tuple has no value for this attribute”. -

As a summary, for a table to be a relation the following must hold: The
cells of the table must be single valued (atomic), and neither repeating groups nor arrays
are allowed as values. All entries in any column must be of the same kind. Each column
must have a unique name, but the order of the columns in the table is insignificant.
Finally, no two rows in a table may be identical, and the order of the rows is not

important. [Ref. 3]
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c Types of Relations

There are three types of relations that can exist in a relational system: Base
relations, views, snapshots, query results, intermediate results, and temporary relations.
[Ref. 2]

(1) Base Relations: A base relation corresponds to a table
whose tuples are physically stored in the database; that is, it is a named, autonomous
relation. In other words, base relations are those relations that are sufficiently important
that the database designer has decided that it is worth giving them a name and making

them a direct part of the database.

(2) Views: A view is a named, derived relation that is
represented within the system purely by its definition in terms of other named relations. It

does not have any separate, distinguishable stored data of its own (unlike a base relation).

(3)  Snapshots: A snapshot is also a named, derived relation,
like a view. Unlike a view, however, a snapshot is real, not virtual. It is represented not

only by its definition in terms of other named relations, but also by its own stored data.
(4) Query Results: A query result is, as the name implies,

simply the final output relation resulting from some specified query. It may or may not be

named. Query results have no persistent existence within the database.
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(5)  Intermediate Results: An intermediate result is a relation
(typically unnamed) that results from some relational expression that is nested within a

larger expression.

(6) Temporary Relations: A temporary relation is a named
relation, like a base relation or view or snapshot, but unlike a base relation or view or

snapshot, it is automatically destroyed at some appropriate.

2. Relational Model Constraints

The various types of constraints that can be specified on a relational database
schema include domain constraints, key constraints, entity integrity, and referential
integrity constraints. Other types of constraints, called data dependencies (which include
functional dependencies and multivalued dependencies), are used mainly for database

design by normalization and will be discussed in Section D of this chapter.

a. Domain Constraints

Domain constraints specify that the value of each attribute “A” must be an
atomic value from the domain dom(A) for that attribute. The data types associated
with domains typically include standard numeric data types for integers (such as short- -
integer, integer, long-integer) and real numbers (float and double-precision float).
Characters, fixed-length strings, and variable-length strings aré also available, as are
date, time, timestamp, and money data types. Other possible domains may be

described by a subrange of values from a data type or as an enumerated data type
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where all possible values are explicitly listed. [Ref. 1]

b. Key Constraints

A relation is defined as a set of tuples. By definition, all eléments of a set
are distinct; hence, all tuples in a relation must also be distinct. This means that no two
tuples can have the same combination of values for all their attributes. Usually, there are
other subsets of attributes of a relation schema R with the property that no two tuples in
any relation instance r of R should have the same combination of values for these
attributes. Any such set of attributes is called a superkey of the relation schema R. Every
relation has at least one superkey -- the set of all its attributes. A superkey can have
redundant attributes, however, so a more useful concept is that of a key, which has no
redundancy. Hence, a key is a minimal superkey, a superkey from which we cannot
remove any attributes and still have the uniqueness constraint hold.

For example, cénsider the STUDENT relation of Figure 2.2. The attribute
set {SSN} is a key of STUDENT, because no two-student tuples can have the same-value
for SSN. Any set of attributes that includes SSN -- for example {SSN, Name, Age} --is a
superkey.

The value of a key attribute can be used to identify uniquely a tuple in the
relation. For example, the SSN identifies uniquely each tuple in the STUDENT relation.
Notice that a set of attributes constituting a key is a property of the relation schema; it is a
constraint that should hold on every relation instance of the schema. A key is determined

from the meaning of the attributes in the relation schema.

32




In general, a relation schema may have more than one key. In this case,
each of the keys is called a candidate key. It is common to designate one of the candidate
keys as the primary key of the relation. This is the candidate key whose values are used to

| identify tuples in the relation.

c. Entity Integrity Constraint

The entity integrity constraint states that no primary key value can be null.
This is because the primary key ;/alue is used to identify individual tuples in a relation;
having null values for the primary key implies that we cannot identify some tuples. For
example, if two or more tuples had null for their SSN values in the STUDENT relation of

| Figure 2.2, we might not be able to distinguish them.

d Referential Integrity Constraint

Key constraints and entity integrity constraints are specified on individual
relations. The referential integrity constraint is specified between two relations and is
used to maintain the consistency among tuples of the two relations. Informally, the
referential integrity constraint states that a tuple in one relation that refers to another
relation must refer to an existing tuple in that relation. For example, in Figure 2.1, the
attribute StudentNumber of GRADE relafion stores the student number for which the |
grade is recorded; hence, its value in every GRADE tuple must ﬁatch the StudentNumber
value of some tuple in the STUDENT relation.

To define referential integrity more formally, we must first define the

concept of a foreign key. When the key of one relation is stored in a second relation, it is
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called a foreign key. The attributes in the foreign key must have the same domain as the
primary key attributes and the foreign key is said to reference or refer to a second
relation.

Refgrential integrity constraints typically arise from the relationships
among the entities represented by the relation schemas. Notice that a foreign key can
refer to its own relation. For example, the attribute SUPERSSN in EMPLOYEE relation
refers to the supervisor of an employee, which is another employee represented by a tuple
in the EMPLOYEE relation. Hence, SUPERSSN is a foreign key that references the

EMPLOYEE relation itself.

3. Update Operations on Relations

There are three basic update operations on relations: insert, delete, and modify.
Insert is used to add a new tuple or tuples in a relation; delete is used to remove tuples;
and modify is used to change the values of some attributes. Whenever update operations
are applied, the integrity constraints specified on the relational database schema should

not be violated. [Ref. 1]

a. Insert Operation

The insert operation provides a list of attributé values for a new tuple that
is to be inserted into a relation. Insert can violate any of the four types of constraints
discussed in the previous section. Domain constraints can be violated if an attribute value
is given that does not appear in the corresponding domain. Key constraints can be

violated if a key value in the new tuple already exists in another tuple. in the relation.
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Entity integrity can be violated if the primary key of the new tuple is null. Referential
integrity can be viola’;ed if the value of any foreign key refers to a tuple that does not
exist in the referenced relation. [Ref. 1]

If an insertion violates one or more constraints, two options are available.
The first option is to reject the insertion. The second option is to attempt to correct the

reason for rejecting the insertion.

,b' Delete Operation

This operation is used to remove the specified tuples from a relation. The
delete operation can violate only referential integrity, if the tuple being deleted is
referenced by the foreign keys from other tuples in the database. To specify deletion, a
céndition on the attributes of the relation selects the tuple to be deleted. [Ref. 1]

Three options are available if a deletion operation causes a violation. The
first option is to reject the deletion. The second option is to attempt to cascade (or
propagate) the deletion by deleting tuples that reference the tuple that is being deleted. A
third option is to modify the referencing attribute values that cause the violation; each

such value is either set to null or changed to reference another valid tuple.

c Modify Operation
The modify operation is used to change the values of one or more
attributes in a tuple (or tuples) of a relation. It is necessary to specify a condition on the

attributes of the relation to select the tuple (or tuples) to be modified. [Ref. 1]
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Modifying an attribute that is neither a primary key nor a foreign key
usually causes no problems; the DBMS need only check to confirm that the new value is
of the correct data type and domain. Modifying a primary key value is similar to deleting
one tuple and inserting another in its place, because we use the priﬁqary key to identify

tuples.

4. Relational Algebra

The relational algebra is a collection of operations that are used to manipulate
entire relations. These operations are used to select tuples from individual relations and to
combine related tuples from several relations for the purpose of specifying a query on the
database. The result of each operation is a new relation, which can be further
manipulated. Relational algebra is closed, which means that the results of one or more
relational operations are always in a relational state.

The relational algebra operations are usually divided into two groups. One group
includes set operations frém mathematical set theory; these are applicable because each
relation is defined to be a set of tuples. Sef operations include UNION, INTERSECTION,
DIFFERENCE, and CARTESIAN PRODUCT. The other group consists of operations
developed specifically for relational databases;‘ these include SELECT, PROJECT, and

JOIN.

a. Set Operations
Set theoretic operations apply to the relational model, because a relation is

defined to be a set of tuples and can be used to process the tuples in two relations as sets.
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Several set theoretic operations are used to merge the elements of two sets in various
" ways, including UNION, INTERSECTION, and DIFFERENCE. These operations are
binary; that is, they are applied to two sets. In order to apply any of these three operations
on the relational model, it is necessary that the relations have the Same type of tuples; this

condition is called union compatibility.
Two relations are said to be union compatible if they have thé same

number of attributes and that each pair of corresponding attributes have the same domain.

We can define the three oOperations UNION, INTERSECTION, and

DIFFERENCE on two union-compatible relations, “R” and “S”, as follows:

(1) Union: The result of this operation is a relation that
includes all tuples that are either in R or in S or in both R and S. Duplicate tuples are

eliminated.

(2)  Intersection: The result of this operation is a relation that

includes all tuples that are in both R and S.

(3)  Difference: The result of this operation is a relation that

includes all tuples that are in R but not in S.

(4) Cartesian Product: The result of this operation is a relation

that includes one tuple for each combination of tuples — one from R and one from S; that
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is every tuple from R is combined with every tuple from S. The relations on which

CARTESIAN PRODUCT operation is applied do not have to be union compatible.

b. SELECT Operation

The SELECT operation is used to select a subset of the tuples in a relation
that satisfy a selection condition. In general, the SELECT operation is denoted by

G<selection condition> (<relation name>)

The relation resulting from the SELECT operation has the same attributes
as the relation on which this operation is applied. The Boolean expression specified in the
selection condition is made up of a number of clauses of the form:

<attribute name> <comparison operator> <constant value>, or
<attribute name> <comparison operator> < attribute name >
where <attribute name> is the name of an attribute of <relation name>, <comparison
operator> is one of the operators =, <, <, >, >, # and <constant value> is a constant
value from the attribute domain. Clauses can be connected by the Boolean operators
AND, OR, and NOT to form a general condition.
The SELECT operator is unary; that is, it is applied on a single relation.

Hence, SELECT cannot be used to select tuples from more than one relation.

¢. - PROJECT Operation
If one might think of a relation as a table, the SELECT operation selects
some of the rows from the table while discarding other rows. The PROJECT operation,

on the other hand, selects certain columns from the table and discards the other columns.
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If we are interested in only certain attributes of a relation, we use the PROJECT operation
to "project” the relation over .these attributes. Projection can also be used to change the
order of attributes in a relation. The general form of a PROJECT operation is

Ti<attribute list> (<relation name>)
where <éttribute list> is a list of attributes of the relation specified by <relation name>.
The resulting relation has only the attributes specified in <attribute list> and in the same
order as they appear in the list. The PROJECT operation implicitly removes any duplicate

tuples, so the result of the PROJECT operation is a set of tuples and a valid relation.

d. JOIN Operation

The JOIN operation, denoted by 1 , is used to combine related tuples
from two relations into single tuples. This operation is very important for any relational
database with more than a single relation, because it allows us to process relationships
among relations. Essentially, JOIN operation is the same as a Cartesian Product followed
by a SELECT operation. The general form of a JOIN operation on two relations R and S
is

R ™ Soin condition> S

The resulting relation has one tuple for each combination of tuples
whenever the combinétion satisfies the join condition. The most common JOIN involves
join éonditions with eéuality comparisons only. Such a JOIN, where the only comparison
operator used is =, is called an Equijoin. In the result of an Equijoin, there are always one

or more pairs of attributes that have identical values in every tuple.
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Because one of each pair of attributes with identical values is superfluous,
a new operation, called Natural Join, was created to get rid of the second attribute in an

equijoin condition.

C. STRUCTURED QUERY LANGUAGE (SQL)

SQL is a declarative database language designed for use with relational databases.
It has been endorsed by the American National Standards Institute (ANSI) as the
language for manipulating relational databases, and it is the data access language used by
many commercial DBMS products, including DB2, ORACLE, INGRES, SYBASE, SQL
Server, dBase, Microsoft Access, Paradox, and many others. Originally, SQL was called
Structured English Query Language (SEQUEL) and was designed and implemented at
IBM Research as the interface for an experimental relational database system.

SQL is a comprehensive database language; it has statements for data definition,
query, and update. Hence, it is both a Data Definition Language (DDL) and a Data
Manipulation Language (DML). In addition, it has facilities for defining views on the
database, for creating and dropping indexes on the files that represen